**4  
Using XMLType**

This chapter describes how to use the XMLType datatype, create and manipulate XMLType tables and columns, and query on them. It contains the following sections:

* [What Is XMLType?](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1035001)

* [When to Use XMLType](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1035574)

* [Storing XMLType Data in Oracle XML DB](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1035571)

* [XMLType Member Functions](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1030046)

* [How to Use the XMLType API](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1030582)

* [Guidelines for Using XMLType Tables and Columns](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1028927)

* [Manipulating XML Data in XMLType Columns/Tables](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1029855)

* [Inserting XML Data into XMLType Columns/Tables](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1032735)

* [Selecting and Querying XML Data](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1024805)

* [Updating XML Instances and Data in Tables and Columns](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1032612)

* [Deleting XML Data](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1032654)

* [Using XMLType In Triggers](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1031488)

* [Indexing XMLType Columns](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1031630)

|  |
| --- |
| **Note:**   * + ***Non-schema-based:*** XMLType tables and columns described in this chapter are not based on XML schema. You can, however, use the techniques and examples provided in this chapter regardless of which storage option you choose for your XMLType tables and columns. See [Chapter 3, "Using Oracle XML DB"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb03usg.htm#1656) for further storage recommendations.   + ***XML schema-based:*** [Appendix B, "XML Schema Primer"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/appbsch.htm#621642) and [Chapter 5, "Structured Mapping of XMLType"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb05obj.htm#1656) describe how to work with XML schema-based XMLType tables and columns. |

**What Is XMLType?**

Oracle9*i* Release 1 (9.0.1) introduced a new datatype, XMLType, to facilitate native handling of XML data in the database. The following summarizes XMLType:

* XMLType can be used in PL/SQL stored procedures as parameters, return values, and variables.
* XMLType can represent an XML document as an instance (of XMLType) in SQL.
* XMLType has built-in member functions that operate on XML content. For example, you can use XMLTypefunctions to create, extract, and index XML data stored in Oracle9*i* database.
* Functionality is also available through a set of Application Program Interfaces (APIs) provided in PL/SQL and Java.

With XMLType and these capabilities, SQL developers can leverage the power of the relational database while working in the context of XML. Likewise, XML developers can leverage the power of XML standards while working in the context of a relational database.

XMLType datatype can be used as the datatype of columns in tables and views. Variables of XMLType can be used in PL/SQL stored procedures as parameters, return values, and so on. You can also use XMLType in SQL, PL/SQL, and Java (through JDBC).

|  |
| --- |
| **Note:**  In Oracle9*i* Release 1 (9.0.1), XMLType was only supported in the server in SQL, PL/SQL, and Java. In Oracle9*i* Release 2 (9.2), XMLType is also supported on the client side through SQL, Java, and protocols such as FTP and HTTP/WebDav. |

A number of useful functions that operate on XML content are provided. Many of these are provided as both SQL and member functions of XMLType. For example, the extract() function extracts a specific node(s) from an XMLType instance.

You can use XMLType in SQL queries in the same way as any other user-defined datatypes in the system.

|  |
| --- |
| **See Also:**   * ["Oracle XML DB Offers Faster Storage and Retrieval of Complex XML Documents"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb01int.htm" \l "1047784)  * [Chapter 26, "Oracle XML DB Basic Demo"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdbxcases2.htm" \l "1047171)  * *[Oracle9i SQL Reference](http://docs.oracle.com/cd/B10500_01/server.920/a96540/toc.htm)* Appendix D, "Using XML in SQL Statements" |

**Benefits of the XMLType Data Type and API**

The XMLType datatype and API provides significant advantages. It enables SQL operations on XML content, as well as XML operations on SQL content:

* ***Versatile API.*** XMLType has a versatile API for application development, as it includes built-in functions, indexing support, navigation, and so on.
* ***XMLType and SQL***. You can use XMLType in SQL statements combined with other columns and datatypes. For example, you can query XMLType columns and join the result of the extraction with a relational column, and then Oracle can determine an optimal way to execute these queries.
* ***Optimized evaluation using XMLType***. XMLType is optimized to not materialize the XML data into a tree structure unless needed. Therefore when SQL selects XMLType instances inside queries, only a serialized form is exchanged across function boundaries. These are exploded into tree format only when operations such as extract() and existsNode() are performed. The internal structure of XMLType is also an optimized DOM-like tree structure.
* ***Indexing.*** Oracle Text index has been enhanced to support XMLType columns. You can also create function-based indexes on existsNode() and extract() functions to speed up query evaluation.

|  |
| --- |
| **See Also:**  [Chapter 10, "Generating XML Data from the Database"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb12gen.htm#1656) |

**When to Use XMLType**

Use XMLType when you need to perform the following:

* SQL queries on part of or the whole XML document: The functions existsNode() and extract() provide the necessary SQL query functions over XML documents.
* Strong typing inside SQL statements and PL/SQL functions: Strong typing implies that you ensure that the values passed in are XML values and not any arbitrary text string.
* XPath functionality provided by extract() and existsNode() functions: Note that XMLType uses the built-in C XML parser and processor and hence provides better performance and scalability when used inside the server.
* Indexing on XPath searches on documents: XMLType has member functions that you can use to create function-based indexes to optimize searches.
* To shield applications from storage models. Using XMLType instead of CLOBs or relational storage allows applications to gracefully move to various storage alternatives later without affecting any of the query or DML statements in the application.
* To prepare for future optimizations. New XML functionality will support XMLType. Since Oracle9*i* database is natively aware that XMLType can store XML data, better optimizations and indexing techniques can be done. By writing applications to use XMLType, these optimizations and enhancements can be easily achieved and preserved in future releases without your needing to rewrite applications.

**Storing XMLType Data in Oracle XML DB**

XMLType data can be stored in two ways or a combination thereof:

* ***In Large Objects (LOBs)***. LOB storage maintains content accuracy to the original XML (whitespaces and all). Here the XML documents are stored composed as whole documents like files. In this release, for non-schema-based storage, XMLType offers a CLOB storage option. In future releases, Oracle may provide other storage options, such as BLOBs, NCLOBS, and so on. You can also create a CLOB-based storage for XML schema-based storage.

When you create an XMLType column without any XML schema specification, a hidden CLOB column is automatically created to store the XML data. The XMLType column itself becomes a virtual column over this hidden CLOB column. It is not possible to directly access the CLOB column; however, you can set the storage characteristics for the column using the XMLType storage clause.

* ***In Structured storage (in tables and views)***. Structured storage maintains DOM (Document Object Model) fidelity. Here the XML documents are 'broken up (decomposed)' into object- relational tables or views.XMLType achieves DOM fidelity by maintaining information that SQL or Java objects normally do not provide for, such as:
  + Ordering of child elements and attributes.
  + Distinguishing between elements and attributes.
  + Unstructured content declared in the schema. For example, content="mixed" or <any> declarations.
  + Undeclared data in instance documents, such as processing instructions, comments, and namespace declarations.
  + Support for basic XML datatypes not available in SQL (Boolean, QName, and so on).
  + Support for XML constraints (facets) not supported directly by SQL, such as enumerated lists.

Native XMLType instances contain hidden columns that store this extra information that does not quite fit in the SQL object model. This information can be accessed through APIs in SQL or Java, using member functions, such as extractNode().

Changing XMLType storage from structured storage to LOB, or vice versa, is possible using database IMPORT and EXPORT. Your application code does not have to change. You can then change XML storage options when tuning your application, since each storage option has its own benefits.

**Pros and Cons of XML Storage Options in Oracle XML DB**

[Table 4-1](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1035076) summarizes some advantages and disadvantages to consider when selecting your Oracle XML DB storage option.

***Table 4-1 XML Storage Options in Oracle XML DB***

| **Feature** | **LOB Storage (with Oracle Text index)** | **Structured Storage (with B\*Tree index)** |
| --- | --- | --- |
| Database schema flexibility | Very flexible when schemas change. | Limited flexibility for schema changes. Similar to the ALTER TABLE restrictions. |
| Data integrity and accuracy | Maintains the original XML byte for byte - important in some applications. | Trailing new lines, whites pace within tags, and data format for non-string datatypes is lost. But maintains DOM fidelity. |
| Performance | Mediocre performance for DML. | Excellent DML performance. |
| Access to SQL | Some accessibility to SQL features. | Good accessibility to existing SQL features, such as constraints, indexes, and so on |
| Space needed | Can consume considerable space. | Needs less space in particular when used with an Oracle XML DB registered XML schema. |

**When to Use CLOB Storage for XMLType**

Use CLOB storage for XMLType in the following cases:

* You need to store XML as a whole document in the database and retrieve it as a whole document.
* You do not need to perform piece-wise updates on XML documents.

|  |
| --- |
| **Note:**  **XMLType and Varray:**   * + You cannot create VARRAYs of XMLType and store them in the database since VARRAYs do not support CLOBs when stored in tables.   + You cannot create columns of VARRAY types that contain XMLType. This is because Oracle does not support LOB locators inside VARRAYs. |



|  |
| --- |
| **See Also:**   * + [Chapter 2, "Getting Started with Oracle XML DB"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb02rep.htm" \l "1656)  * + [Chapter 3, "Using Oracle XML DB"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb03usg.htm" \l "1656), ["Storing XML: Structured or Unstructured Storage"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb03usg.htm#1037679)  * + [Chapter 10, "Generating XML Data from the Database"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb12gen.htm" \l "1656), for information on how to generate XMLType data. |

**XMLType Member Functions**

Oracle9*i* Release 1 (9.0.1) introduced several SQL functions and XMLType member functions that operate onXMLType values. Oracle9*i* Release 2 (9.2) has expanded functionality. It provides several new SQL functions and XMLType member functions.

|  |
| --- |
| **See Also:**   * [Appendix F, "Oracle XML DB XMLType API, PL/SQL and Resource PL/SQL APIs: Quick Reference"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/appfspe2.htm" \l "621642)  * *[Oracle9i XML API Reference - XDK and Oracle XML DB](http://docs.oracle.com/cd/B10500_01/appdev.920/a96616/toc.htm)* for a list of all XMLTypeand member functions, their syntax, and descriptions. |

All XMLType functions use the built-in C parser and processor to parse XML data, validate it, and apply XPath expressions on it. They also use an optimized in-memory DOM tree for processing, such as extracting XML documents or fragments.

|  |
| --- |
| **See Also:**  [Appendix C, "XPath and Namespace Primer"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/appcxpa.htm#621642) |

**How to Use the XMLType API**

You can use the XMLType API to create tables and columns. The createXML() static function of the XMLTypeAPI can be used to create XMLType instances for insertion. By storing your XML documents as XMLType, XML content can be readily searched using standard SQL queries.

[Figure 4-1](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1037446) shows the syntax for creating an XMLType table:

CREATE TABLE [schema.] table OF XMLTYPE

[XMLTYPE XMLType\_storage] [XMLSchema\_spec];

***Figure 4-1 Creating an XMLType Table***

![Text description of XMLType_table.gif follows](data:image/gif;base64,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) [Text description of the illustration XMLType\_table.gif](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/img_text/XMLType_table.htm)

This section shows some simple examples of how to create an XMLType column and use it in a SQL statement, and how to create XMLType tables.

**Creating, Adding, and Dropping XMLType Columns**

The following are examples of creating, adding, and dropping XMLType columns:

***Example 4-1 Creating XMLType: Creating XMLType Columns***

The XMLType column can be created like any other user-defined type column:

CREATE TABLE warehouses(

warehouse\_id NUMBER(4),

warehouse\_spec XMLTYPE,

warehouse\_name VARCHAR2(35),

location\_id NUMBER(4));

***Example 4-2 Creating XMLType: Creating XMLType Columns***

As explained, you can create XMLType columns by simply using the XMLType as the datatype. The following statement creates a purchase order document column, poDoc, of XMLType:

CREATE TABLE po\_xml\_tab(

poid number,

poDoc XMLTYPE);

CREATE TABLE po\_xtab of XMLType; -- this creates a table of XMLType. The default

-- is CLOB based storage.

***Example 4-3 Adding XMLType Columns***

You can alter tables to add XMLType columns as well. This is similar to any other datatype. The following statement adds a new customer document column to the table:

ALTER TABLE po\_xml\_tab add (custDoc XMLType);

***Example 4-4 Dropping XMLType Columns***

You can alter tables to drop XMLType columns, similar to any other datatype. The following statement drops column custDoc:

ALTER TABLE po\_xml\_tab drop (custDoc);

**Inserting Values into an XMLType Column**

To insert values into the XMLType column, you need to bind an XMLType instance.

***Example 4-5 Inserting into XMLTYpe Using the XMLType() Constructor***

An XMLType instance can be easily created from a VARCHAR or a Character Large Object (CLOB) by using theXMLType() constructor:

INSERT INTO warehouses VALUES

( 100, XMLType(

'<Warehouse whNo="100">

<Building>Owned</Building>

</Warehouse>'), 'Tower Records', 1003);

This example creates an XMLType instance from a string literal. The input to createXML() can be any expression that returns a VARCHAR2 or CLOB. createXML() also checks that the input XML is well-formed.

**Using XMLType in an SQL Statement**

The following simple SELECT statement shows how you can use XMLType in an SQL statement:

***Example 4-6 Using XMLType and in a SELECT Statement***

SELECT

w.warehouse\_spec.extract('/Warehouse/Building/text()').getStringVal()

"Building"

FROM warehouses w;

where warehouse\_spec is an XMLType column operated on by member function extract(). The result of this simple query is a string (varchar2):

Building

-----------------

Owned

|  |
| --- |
| **See Also:**  ["How to Use the XMLType API"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm#1030582) . |

**Updating an XMLType Column**

An XML document in an XMLType can be stored packed in a CLOB. Then updates have to replace the whole document in place.

***Example 4-7 Updating XMLType***

To update an XML document, you can execute a standard SQL UPDATE statement. You need to bind anXMLType instance, as follows:

UPDATE warehouses SET warehouse\_spec = XMLType

('<Warehouse whono="200">

<Building>Leased</Building>

</Warehouse>');

This example created an XMLType instance from a string literal and updates column warehouse\_spec with the new value.

|  |
| --- |
| **Note:**  Any triggers would get fired on the UPDATE statement You can see and modify the XML value inside the triggers. |

**Deleting a Row Containing an XMLType Column**

Deleting a row containing an XMLType column is no different from deleting a row containing any other datatype.

***Example 4-8 Deleting an XMLType Column Row***

You can use extract() and existsNode() functions to identify rows to delete as well. For example to delete all warehouse rows for which the warehouse building is leased, you can write a statement such as:

DELETE FROM warehouses e

WHERE e.warehouse\_spec.extract('//Building/text()').getStringVal()

= 'Leased';

|  |
| --- |
| **Note:**  In this release, Oracle supports XMLType as a public synonym for sys.XMLType. XMLTypenow also supports a set of user-defined constructors (mirroring the createXML static functions). For example:   * In Oracle9*i* Release 1 (9.0.1), you could use the following syntax:sys.XMLType.createXML('<Warehouse whNo="100">...) * In Oracle9*i* Release 2 (9.2), you can use the following abbreviated version:XMLType('<Warehouse whNo="100">...). |

**Guidelines for Using XMLType Tables and Columns**

The following are guidelines for storing XML data in XMLType tables and columns:

**Define table/column of XMLType**

First, define a table/column of XMLType. You can include optional storage characteristics with the table/column definition.

|  |
| --- |
| **Note:**  This release of Oracle supports creating tables of XMLType. You can create object references (REFs) to these tables and use them in the object cache. |

**Create an XMLType Instance**

Use the XMLType constructor to create the XMLType instance before inserting into the column/table. You can also use a variety of other functions that return XMLType.

|  |
| --- |
| **See Also:**  ["SYS\_XMLGEN(): Converting an XMLType Instance"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb12gen.htm#1031573) , for an example. |

**Select or Extract a Particular XMLType Instance**

You can select out the XMLType instance from the column. XMLType also offers a choice of member functions, such as extract() and existsNode(), to extract a particular node and to check to see if a node exists respectively. See the table of XMLType member functions in [*Oracle9i XML API Reference - XDK and Oracle XML DB*](http://docs.oracle.com/cd/B10500_01/appdev.920/a96616/toc.htm).

|  |
| --- |
| **See Also:**   * ["Selecting XMLType Columns using getClobVal()"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1024814)  * ["Extracting Fragments from XMLType Using extract()"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1025063) |

**You can Define an Oracle Text Index**

You can define an Oracle Text index on XMLType columns. This enables you to use CONTAINS, HASPATH, INPATH, and other text operators on the column. All the Oracle Text operators and index functions that operate on LOB columns also work on XMLType columns.

**You Can Define XPath Index, CTXXPATH**

In this release, a new Oracle Text index type, CTXXPATH is introduced. This helps existsNode() implement indexing and optimizes the evaluation of existsNode() in a predicate.

|  |
| --- |
| **See Also:**   * ["Indexing XMLType Columns"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1031630)  * [Chapter 7, "Searching XML Data with Oracle Text"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb11sea.htm" \l "1006757)  * [Chapter 10, "Generating XML Data from the Database"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb12gen.htm" \l "1656)  * *[Oracle9i Application Developer's Guide - Large Objects (LOBs)](http://docs.oracle.com/cd/B10500_01/appdev.920/a96591/toc.htm)* |

**Specifying Storage Characteristics on XMLType Columns**

XML data in an XMLType column can be stored as a CLOB column. Hence you can also specify LOB storage characteristics for that column. In example, ["Creating XMLType: Creating XMLType Columns"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm#1035601), thewarehouse\_spec column is an XMLType column.

***Example 4-9 Specifying Storage When Creating an XMLType Table***

You can specify storage characteristics on this column when creating the table as follows:

CREATE TABLE po\_xml\_tab(

poid NUMBER(10),

poDoc XMLTYPE

)

XMLType COLUMN poDoc

STORE AS CLOB (

TABLESPACE lob\_seg\_ts

STORAGE (INITIAL 4096 NEXT 4096)

CHUNK 4096 NOCACHE LOGGING

);

The STORE AS clause is also supported when adding columns to a table.

***Example 4-10 Adding an XMLType Columns and Specifying Storage***

To add a new XMLType column to this table and specify the storage clause for that column, you can use the following SQL statement:

ALTER TABLE po\_xml\_tab add(

custDoc XMLTYPE

)

XMLType COLUMN custDoc

STORE AS CLOB (

TABLESPACE lob\_seg\_ts

STORAGE (INITIAL 4096 NEXT 4096)

CHUNK 4096 NOCACHE LOGGING

);

**Changing Storage Options on an XMLType Column Using XMLData**

In non- schema-based storage, you can use XMLDATA to change storage characteristics on an XMLType column.

***Example 4-11 Changing Storage Characteristics on an XMLType Column Using XMLDATA***

For example, consider table foo\_tab:

CREATE TABLE foo\_tab (a xmltype);

To change the storage characteristics of LOB column a in foo\_tab, you can use the following statement:

ALTER TABLE foo\_tab MODIFY LOB (a.xmldata) (storage (next 5K) cache);

XMLDATA identifies the internal storage column. In the case of CLOB-based storage this corresponds to the CLOB column. The same holds for XML schema-based storage. You can use XMLDATA to explore structured storage and modify the values.

|  |
| --- |
| **Note:**  In this release, the XMLDATA attribute helps access the XMLType's internal storage columns so that you can specify storage characteristics, constraints, and so on directly on that column. |

You can use the XMLDATA attribute in constraints and indexes, in addition to storage clauses.

|  |
| --- |
| **See also:**  [*Oracle9i Application Developer's Guide - Large Objects (LOBs)*](http://docs.oracle.com/cd/B10500_01/appdev.920/a96591/toc.htm) f and [*Oracle9i SQL Reference*](http://docs.oracle.com/cd/B10500_01/server.920/a96540/toc.htm) for more information about LOB storage options |

**Specifying Constraints on XMLType Columns**

You can specify NOT NULL constraint on an XMLType column.

***Example 4-12 Specifying Constraints on XMLType Columns***

CREATE TABLE po\_xml\_tab (

poid number(10),

poDoc XMLType NOT NULL

);

prevents inserts such as:

INSERT INTO po\_xml\_tab (poDoc) VALUES (null);

***Example 4-13 Using ALTER TABLE to Change NOT NULL of XMLType Columns***

You can also use the ALTER TABLE statement to change NOT NULL information of an XMLType column, in the same way you would for other column types:

ALTER TABLE po\_xml\_tab MODIFY (poDoc NULL);

ALTER TABLE po\_xml\_tab MODIFY (poDoc NOT NULL);

You can also define check constraints on XMLType columns. Other default values are not supported on this datatype.

**Manipulating XML Data in XMLType Columns/Tables**

Since XMLType is a user-defined data type with functions defined on it, you can invoke functions on XMLTypeand obtain results. You can use XMLType wherever you use a user-defined type, including for table columns, views, trigger bodies, and type definitions.

You can perform the following manipulations or Data Manipulation Language (DML) on XML data in XMLTypecolumns and tables:

* [Inserting XML Data into XMLType Columns/Tables](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1032735)

* [Selecting and Querying XML Data](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1024805)

* [Updating XML Instances and Data in Tables and Columns](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1032612)

* [Deleting XML Data](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1032654)

**Inserting XML Data into XMLType Columns/Tables**

You can insert data into XMLType columns in the following ways:

* By using the INSERT statement (in SQL, PL/SQL, and Java)
* By using SQL\*Loader. See [Chapter 22, "Loading XML Data into Oracle XML DB"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb26loa.htm#1656)

XMLType columns can only store well-formed XML documents. Fragments and other non-well-formed XML cannot be stored in XMLType columns.

**Using INSERT Statements**

To use the INSERT statement to insert XML data into XMLType, you need to first create XML documents to perform the insert with. You can create the insertable XML documents as follows:

* By using XMLType constructors. This can be done in SQL, PL/SQL, and Java.
* By using SQL functions like XMLElement(), XMLConcat(), and XMLAGG(). This can be done in SQL, PL/SQL, and Java.

***Example 4-14 Inserting XML Data Using createXML() with CLOB***

The following examples use INSERT...SELECT and the XMLType constructor to first create an XML document and then insert the document into the XMLType columns. Consider table po\_clob\_tab that contains a CLOB,poClob, for storing an XML document:

CREATE TABLE po\_clob\_tab

(

poid number,

poClob CLOB

);

-- some value is present in the po\_clob\_tab

INSERT INTO po\_clob\_tab

VALUES(100, '<?xml version="1.0"?>

<PO pono="1">

<PNAME>Po\_1</PNAME>

<CUSTNAME>John</CUSTNAME>

<SHIPADDR>

<STREET>1033, Main Street</STREET>

<CITY>Sunnyvalue</CITY>

<STATE>CA</STATE>

</SHIPADDR>

</PO>');

***Example 4-15 Inserting XML Data Using an XMLType Instance***

You can insert a purchase order XML document into table, po\_xml\_tab, by simply creating an XML instance from the CLOB data stored in the other po\_clob\_tab:

INSERT INTO po\_xml\_tab

SELECT poid, XMLType(poClob)

FROM po\_clob\_tab;

|  |
| --- |
| **Note:**  You can also get the CLOB value from any expression, including functions that can create temporary CLOBs or select out CLOBs from other table or views. |

***Example 4-16 Inserting XML Data Using XMLType() with String***

This example inserts a purchase order into table po\_tab using the XMLType constructor:

INSERT INTO po\_xml\_tab

VALUES(100, XMLType**(**'<?xml version="1.0"?>

<PO pono="1">

<PNAME>Po\_1</PNAME>

<CUSTNAME>John</CUSTNAME>

<SHIPADDR>

<STREET>1033, Main Street</STREET>

<CITY>Sunnyvalue</CITY>

<STATE>CA</STATE>

</SHIPADDR>

</PO>'**)**);

***Example 4-17 Inserting XML Data Using XMLElement()***

This example inserts a purchase order into table po\_xml\_tab by generating it using the XMLElement() SQL function. Assume that the purchase order is an object view that contains a purchase order object. The whole definition of the purchase order view is given in "DBMS\_XMLGEN: Generating a Purchase Order from the Database in XML Format".

INSERT INTO po\_xml\_tab

SELECT XMLelement("po", value(p))

FROM po p

WHERE p.pono=2001;

XMLElement() creates an XMLType from the purchase order object, which is then inserted into tablepo\_xml\_tab. You can also use SYS\_XMLGEN() in the INSERT statement.

**Selecting and Querying XML Data**

You can query XML data from XMLType columns in the following ways:

* By selecting XMLType columns through SQL, PL/SQL, or Java
* By querying XMLType columns directly and using extract() and existsNode()
* By using Oracle Text operators to query the XML content. See ["Indexing XMLType Columns"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm#1031630) and[Chapter 7, "Searching XML Data with Oracle Text"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb11sea.htm#1006757).

**SQL Functions for Manipulating XML data**

SQL functions such as existsNode(), extract(), XMLTransform(), and updateXML() operate on XML data inside SQL. XMLType datatype supports most of these as member functions. You can use either the selfish style of invocation or the SQL functions.

**Selecting XML Data**

You can select XMLType data using PL/SQL or Java. You can also use the getClobVal(), getStringVal(), orgetNumberVal() functions to retrieve XML as a CLOB, VARCHAR, or NUMBER, respectively.

***Example 4-18 Selecting XMLType Columns using getClobVal()***

This example shows how to select an XMLType column using SQL\*Plus:

SET long 2000

SELECT e.poDoc.getClobval() AS poXML

FROM po\_xml\_tab e;

POXML

---------------------

<?xml version="1.0"?>

<PO pono="2">

<PNAME>Po\_2</PNAME>

<CUSTNAME>Nance</CUSTNAME>

<SHIPADDR>

<STREET>2 Avocet Drive</STREET>

<CITY>Redwood Shores</CITY>

<STATE>CA</STATE>

</SHIPADDR>

</PO>

**Querying XML Data**

You can query XMLType data and extract portions of it using the existsNode() and extract() functions. Both these functions use a subset of the W3C XPath recommendation to navigate the document.

**Using XPath Expressions for Searching XML Documents**

XPath is a W3C recommendation for navigating XML documents. XPath models the XML document as a tree of nodes. It provides a rich set of operations to "walk" the tree and to apply predicates and node test functions. Applying an XPath expression to an XML document can result in a set of nodes. For instance, /PO/PONO selects out all "PONO" child elements under the "PO" root element of the document.

[Table 4-2](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm" \l "1025285) lists some common constructs used in XPath.

***Table 4-2 Some Common XPath Constructs***

| **XPath Construct** | **Description** |
| --- | --- |
| "/" | Denotes the root of the tree in an XPath expression. For example, /PO refers to the child of the root node whose name is "PO". |
| "/" | Also used as a path separator to identify the children node of any given node. For example, /PO/PNAME identifies the purchase order name element, a child of the root element. |
| "//" | Used to identify all descendants of the current node. For example, PO//ZIP matches any zip code element under the "PO" element. |
| "\*" | Used as a wildcard to match any child node. For example, /PO/\*/STREET matches any street element that is a grandchild of the "PO" element. |
| [ ] | Used to denote predicate expressions. XPath supports a rich list of binary operators such as OR, AND, and NOT. For example, /PO[PONO=20 and PNAME="PO\_2"]/SHIPADDR select out the shipping address element of all purchase orders whose purchase order number is 20 and whose purchase order name is "PO\_2". [ ] is also used for denoting an index into a list. For example, /PO/PONO[2] identifies the second purchase order number element under the "PO" root element. |

The XPath must identify a single or a set of element, text, or attribute nodes. The result of the XPath cannot be a boolean expression.

|  |
| --- |
| **See Also:**  [Appendix C, "XPath and Namespace Primer"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/appcxpa.htm#621642) |

**Querying XML Data Using XMLType Member Functions**

You can select XMLType data through PL/SQL, OCI, or Java. You can also use the getClobVal(),getStringVal(), or getNumberVal() functions to retrieve the XML as a CLOB, VARCHAR or a number, respectively.

***Example 4-19 Retrieving an XML Document as a CLOB Using getClobVal() and existsNode()***

This example shows how to select an XMLType column using getClobVal() and existsNode():

set long 2000

SELECT e.poDoc.getClobval() AS poXML

FROM po\_xml\_tab e

WHERE e.poDoc.existsNode('/PO[PNAME = "po\_2"]') = 1;

POXML

---------------------

<?xml version="1.0"?>

<PO pono="2">

<PNAME>Po\_2</PNAME>

<CUSTNAME>Nance</CUSTNAME>

<SHIPADDR>

<STREET>2 Avocet Drive</STREET>

<CITY>Redwood Shores</CITY>

<STATE>CA</STATE>

</SHIPADDR>

</PO>

**existsNode Function**

The syntax for the existsNode() function is described in [Figure 4-2](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm#1032193) and also as follows:

existsNode(XMLType\_instance IN XMLType,

XPath\_string IN VARCHAR2, namespace\_string IN varchar2 := null)

RETURN NUMBER

***Figure 4-2 existsNode() Syntax***

![Text description of existsnode.gif follows](data:image/gif;base64,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) [Text description of the illustration existsnode.gif](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/img_text/existsnode.htm)

existsNode() function on XMLType checks if the given XPath evaluation results in at least a single XML element or text node. If so, it returns the numeric value 1, otherwise, it returns a 0. Namespace can be used to identify the mapping of prefix(es) specified in the XPath\_string to the corresponding namespace(s).

***Example 4-20 Using existsNode() on XMLType***

For example, consider an XML document such as:

<PO>

<PONO>100</PONO>

<PNAME>Po\_1</PNAME>

<CUSTOMER CUSTNAME="John"/>

<SHIPADDR>

<STREET>1033, Main Street</STREET>

<CITY>Sunnyvalue</CITY>

<STATE>CA</STATE>

</SHIPADDR>

</PO>

An XPath expression such as /PO/PNAME results in a single node. Therefore, existsNode() will return 1 for that XPath. This is the same with /PO/PNAME/text(), which results in a single text node.

An XPath expression such as /PO/POTYPE does not return any nodes. Therefore, an existsNode() on this would return the value 0.

To summarize, existsNode() member function can be used in queries and to create function-based indexes to speed up evaluation of queries.

***Example 4-21 Using existsNode() to Find a node***

The following example tests for the existence of the /Warehouse/Dock node in the warehouse\_spec column XML path of the sample table oe.warehouses:

SELECT warehouse\_id, EXISTSNODE(warehouse\_spec, '/Warehouse/Docks')

"Loading Docks"

FROM warehouses

WHERE warehouse\_spec IS NOT NULL;

WAREHOUSE\_ID Loading Docks

------------ -------------

1 1

2 1

3 0

4 1

**Using Indexes to Evaluate existsNode()**

You can create function-based indexes using existsNode() to speed up the execution. You can also create aCTXXPATH index to help speed up arbitrary XPath searching.

|  |
| --- |
| **See Also:**  ["Creating XPath Indexes on XMLType Columns: CTXXPATH Index"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm#1034245) |

**extract****() Function**

The extract() function is similar to the existsNode() function. It applies a VARCHAR2 XPath string with an optional namespace parameter and returns an XMLType instance containing an XML fragment. The syntax is described in [Figure 4-3](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm#1035784) and as follows:

extract(XMLType\_instance IN XMLType, XPath\_string IN VARCHAR2,

namespace\_string In varchar2 := null) RETURN XMLType;

***Figure 4-3 extract() Syntax***

![Text description of extract_xml.gif follows](data:image/gif;base64,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) [Text description of the illustration extract\_xml.gif](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/img_text/extract_xml.htm)

extract() on XMLType extracts the node or a set of nodes from the document identified by the XPath expression. The extracted nodes can be elements, attributes, or text nodes. When extracted out, all text nodes are collapsed into a single text node value. Namespace can be used to supply namespace information for prefixes in the XPath string.

The XMLType resulting from applying an XPath through extract() need not be a well-formed XML document but can contain a set of nodes or simple scalar data in some cases. You can use the getStringVal() orgetNumberVal() methods on XMLType to extract this scalar data.

For example, the XPath expression /PO/PNAME identifies the PNAME element inside the XML document shown previously. The expression /PO/PNAME/text(), on the other hand, refers to the text node of the PNAMEelement.

|  |
| --- |
| **Note:**  The latter is still considered an XMLType. In other words,extract(poDoc,'/PO/PNAME/text()') still returns an XMLtype instance although the instance may actually contain only text. You can use getStringVal() to get the text value out as a VARCHAR2 result. |

Use text() node test function to identify text nodes in elements before using the getStringVal() orgetNumberVal() to convert them to SQL data. Not having the text() node would produce an XML fragment.

For example, XPath expressions:

* /PO/PNAME identifies the fragment <PNAME>PO\_1</PNAME>
* /PO/PNAME/text() identifies the text value "PO\_1"

You can use the index mechanism to identify individual elements in case of repeated elements in an XML document. For example, if you have an XML document such as:

<PO>

<PONO>100</PONO>

<PONO>200</PONO>

</PO>

you can use:

* //PONO[1] to identify the first "PONO" element (with value 100).
* //PONO[2] to identify the second "PONO" element (with value 200).

The result of extract() is always an XMLType. If applying the XPath produces an empty set, then extract()returns a NULL value.

Hence, extract() member function can be used in a number of ways, including the following:

* Extracting numerical values on which function-based indexes can be created to speed up processing
* Extracting collection expressions to be used in the FROM clause of SQL statements
* Extracting fragments to be later aggregated to produce different documents

***Example 4-22 Using extract() to Extract the Value of a Node***

This example extracts the value of node, /Warehouse/Docks, of column, warehouse\_spec in tableoe.warehouses:

SELECT warehouse\_name,

extract(warehouse\_spec, '/Warehouse/Docks').getStringVal()

"Number of Docks"

FROM warehouses

WHERE warehouse\_spec IS NOT NULL;

WAREHOUSE\_NAME Number of Docks

-------------------- --------------------

Southlake, Texas <Docks>2</Docks>

San Francisco <Docks>1</Docks>

New Jersey <Docks/>

Seattle, Washington <Docks>3</Docks>

**extractValue() Function**

The extractValue() function takes as arguments an XMLType instance and an XPath expression. It returns a scalar value corresponding to the result of the XPath evaluation on the XMLType instance. extractValue()syntax is also described in [Figure 4-4](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm#1035874).

* **XML schema-based documents**. For documents based on XML schema, if Oracle9*i* can infer the type of the return value, then a scalar value of the appropriate type is returned. Otherwise, the result is of typeVARCHAR2.
* **Non- schema-based documents.** For documents not based on XML schemas, the return type is alwaysVARCHAR2.

extractValue() tries to infer the proper return type from the XML schema of the document. If the XMLType is non- schema-based or the proper return type cannot be determined, Oracle XML DB returns a VARCHAR2.

***Figure 4-4 extractValue() Syntax***

![Text description of extractvalue.gif follows](data:image/gif;base64,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) [Text description of the illustration extractvalue.gif](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/img_text/extractvalue.htm)

**A Shortcut Function**

extractValue() permits you to extract the desired value more easily than when using the equivalent extract function. It is an ease-of-use and shortcut function. So instead of using:

extract(x,'path/text()').get(string|num)val()

you can replace extract().getStringVal() or extract().getnumberval() with extractValue() as follows:

extractValue(x, 'path/text()')

With extractValue() you can leave off the text(), but ONLY if the node pointed to by the 'path' part has only one child and that child is a text node. Otherwise, an error is thrown.

extractValue() syntax is the same as extract().

**extractValue() Characteristics**

extractValue() has the following characteristics:

* It always returns only scalar content, such as NUMBER...VARCHAR2, and so on.
* It cannot return XML nodes or mixed content. It raises an error at compile or run time if it gets XML nodes as the result.
* It always returns VARCHAR2 by default. If the node's value is bigger than 4K, a runtime error would occur.
* In the presence of XML schema information, at compile time, extractValue() can automatically return the appropriate datatype based on the XML schema information, if it can detect so at compile time of the query. For instance, if the XML schema information for the path /PO/POID indicates that this is a numerical value, then extractValue() returns a NUMBER.
* If the XPath identifies a node, it automatically gets the scalar content from its text child. The node must have exactly one text child. For example:
* extractValue(xmlinstance, '/PO/PNAME')

extracts out the text child of PNAME. This is equivalent to:

extract(xmlinstance, '/PO/PNAME/text()').getstringval()

***Example 4-23 Extracting the Scalar Value of an XML Fragment Using extractValue()***

The following example takes as input the same arguments as the example for [extract () Function](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm#1030924). Instead of returning an XML fragment, as extract() does, it returns the scalar value of the XML fragment:

SELECT warehouse\_name,

extractValue(e.warehouse\_spec, '/Warehouse/Docks')

"Docks"

FROM warehouses e

WHERE warehouse\_spec IS NOT NULL;

WAREHOUSE\_NAME Docks

-------------------- ------------

Southlake, Texas 2

San Francisco 1

New Jersey

Seattle, Washington 3

ExtractValue() automatically extracted out the text child of Docks element and returned that value. You can also write this using extract() as follows:

extract(e.warehouse\_spec, '/Warehouse/Docks/text()').getstringval()

**More SQL Examples That Query XML**

The following SQL examples illustrate ways you can query XML.

***Example 4-24 Querying XMLType Using extract() and existsNode()***

Assume the po\_xml\_tab table, which contains the purchase order identification and the purchase order XML columns, and assume that the following values are inserted into the table:

INSERT INTO po\_xml\_tab values (100,

xmltype('<?xml version="1.0"?>

<PO>

<PONO>221</PONO>

<PNAME>PO\_2</PNAME>

</PO>'));

INSERT INTO po\_xml\_tab values (200,

xmltype('<?xml version="1.0"?>

<PO>

<PONAME>PO\_1</PONAME>

</PO>'));

Now you can extract the numerical values for the purchase order numbers using extract():

SELECT e.poDoc.extract('//PONO/text()').getNumberVal() as pono

FROM po\_xml\_tab e

WHERE e.podoc.existsnode('/PO/PONO') = 1 AND poid > 1;

Here extract() extracts the contents of tag, purchase order number, "PONO". existsNode() finds nodes where "PONO" exists as a child of "PO".

|  |
| --- |
| **Note:**  Here text() function is only used to return the text nodes. getNumberVal() function can convert only text values into numerical quantity |

|  |
| --- |
| **See Also:**  ["XMLType Member Functions"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm#1030046) |

***Example 4-25 Querying Transient XMLType Data***

The following example shows how you can select out the XML data and query it inside PL/SQL: create a transient instance from the purchase order table and then perform some extraction on it. Assume po\_xml\_tabcontains the data shown in [Example 4-16, "Inserting XML Data Using XMLType() with String"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm#1024702), modified:

set serverout on

declare

poxml XMLType;

cust XMLType;

val VARCHAR2(200);

begin

-- select the adt instance

select poDoc into poxml

from po\_xml\_tab p where p.poid = 100;

-- do some traversals and print the output

cust := poxml.extract('//SHIPADDR');

-- do something with the customer XML fragment

val := cust.getStringVal();

dbms\_output.put\_line(' The customer XML value is '|| val);

end;

/

***Example 4-26 Extracting Data from an XML Document and Inserting It Into a Table Using extract()***

The following example shows how you can extract out data from an XML purchase order and insert it into an SQL relational table. Consider the following relational tables:

CREATE TABLE cust\_tab

(

custid number primary key,

custname varchar2(20)

);

INSERT INTO cust\_tab values (1001, 'John Nike');

CREATE TABLE po\_rel\_tab

(

pono number,

pname varchar2(100),

custid number references cust\_tab,

shipstreet varchar2(100),

shipcity varchar2(30),

shipzip varchar2(20)

);

You can write a simple PL/SQL block to transform XML of the form:

<?xml version = '1.0'?>

<PO>

<PONO>2001</PONO>

<PNAME>Po\_1</PNAME>

<CUSTOMER CUSTNAME="John Nike"/>

<SHIPADDR>

<STREET>323 College Drive</STREET>

<CITY>Edison</CITY>

<STATE>NJ</STATE>

<ZIP>08820</ZIP>

</SHIPADDR>

</PO>

into the relational tables, using extract().

Here is an SQL example assuming that the XML described in the previous example is present in thepo\_xml\_tab:

INSERT INTO po\_rel\_tab

SELECT p.poDoc.extract('/PO/PONO/text()').getnumberval() as pono,

p.poDoc.extract('/PO/PNAME/text()').getstringval() as pname,

-- get the customer id corresponding to the customer name

( SELECT c.custid

FROM cust\_tab c

WHERE c.custname = p.poDoc.extract('/PO/CUSTOMER/@CUSTNAME').getstringval()

) as custid,

p.poDoc.extract('/PO/SHIPADDR/STREET/text()').getstringval() as shipstreetr,

p.poDoc.extract('//CITY/text()').getstringval() as shipcity,

p.poDoc.extract('//ZIP/text()').getstringval() as shipzip

FROM po\_xml\_tab p;

Table po\_tab should now have the following values:

PONO PNAME CUSTID SHIPSTREET SHIPCITY SHIPZIP

----------------------------------------------------------------

2001 Po\_1 1001 323 College Drive Edison 08820

|  |
| --- |
| **Note:**  PNAME is null, since the input XML document did not have the element called PNAMEunder PO. Also, the preceding example used //CITY to search for the city element at any depth. |

***Example 4-27 Extracting Data from an XML Document and Inserting It Into a Table Using extract() In a PL/SQL Block***

You can do the same in an equivalent fashion inside a PL/SQL block, as follows:

DECLARE

poxml XMLType;

cname varchar2(200);

pono number;

pname varchar2(100);

shipstreet varchar2(100);

shipcity varchar2(30);

shipzip varchar2(20);

BEGIN

-- select the adt instance

SELECT poDoc INTO poxml FROM po\_xml\_tab p;

cname := poxml.extract('//CUSTOMER/@CUSTNAME').getstringval();

pono := poxml.extract('/PO/PONO/text()').getnumberval();

pname := poxml.extract('/PO/PNAME/text()').getstringval();

shipstreet := poxml.extract('/PO/SHIPADDR/STREET/text()').getstringval();

shipcity := poxml.extract('//CITY/text()').getstringval();

shipzip := poxml.extract('//ZIP/text()').getstringval();

INSERT INTO po\_rel\_tab

VALUES (pono, pname,

(SELECT custid FROM cust\_tab c WHERE custname = cname),

shipstreet, shipcity, shipzip);

END;

/

***Example 4-28 Searching XML Data with extract() and existsNode()***

Using extract() and existsNode() functions, you can perform a variety of search operations on the column, as follows:

SELECT e.poDoc.extract('/PO/PNAME/text()').getStringVal() PNAME

FROM po\_xml\_tab e

WHERE e.poDoc.existsNode('/PO/SHIPADDR') = 1 AND

e.poDoc.extract('//PONO/text()').getNumberVal() = 300 AND

e.poDoc.extract('//@CUSTNAME').getStringVal() like '%John%';

This SQL statement extracts the purchase order name "PNAME" from purchase order element PO, from all XML documents containing a shipping address with a purchase order number of 300, and a customer name "CUSTNAME" containing the string "John".

***Example 4-29 Searching XML Data with extractValue()***

Using extractValue(), you can rewrite the preceding query as:

SELECT extractvalue(e.poDoc, '/PO/PNAME') PNAME

FROM po\_xml\_tab e

WHERE e.poDoc.existsNode('/PO/SHIPADDR') = 1 AND

extractvalue(e.poDoc,'//PONO') = 300 AND

extractvalue(e.poDoc,'//@CUSTNAME') like '%John%';

***Example 4-30 Extracting Fragments from XMLType Using extract()***

extract() member function *extracts* nodes identified by the XPath expression and returns an XMLTypecontaining the fragment. Here, the result of the traversal may be a set of nodes, a singleton node, or a text value. You can check if the result is a fragment by using the isFragment() function on the XMLType. For example:

SELECT e.poDoc.extract('/PO/SHIPADDR/STATE').isFragment()

FROM po\_xml\_tab e;

|  |
| --- |
| **Note:**  You cannot insert fragments into XMLType columns. You can use SYS\_XMLGEN() to convert a fragment into a well-formed document by adding an enclosing tag. See["SYS\_XMLGEN() Function"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb12gen.htm#1026350). You can, however, query further on the fragment using the various XMLType functions. |

The previous SQL statement returns 0, since the extraction /PO/SHIPADDR/STATE returns a singleton well-formed node which is not a fragment.

On the other hand, an XPath such as /PO/SHIPADDR/STATE/text() is considered a fragment, since it is not a well-formed XML document.

**Updating XML Instances and Data in Tables and Columns**

This section talks about updating transient XML instances and XML data stored in tables.

With CLOB-based storage, in this release, an update effectively replaces the whole document. Use the SQLUPDATE statement to update the whole XML document. The right hand side of the UPDATE's SET clause must be an XMLType instance. This can be created using the SQL functions and XML constructors that return an XML instance, or using the PL/SQL DOM APIs for XMLType or Java DOM API, that change and bind existing XML instances.

**updateXML() SQL Function**

updateXML() function takes in a source XMLType instance, and a set of XPath value pairs. It returns a new XML instance consisting of the original XMLType instance with appropriate XML nodes updated with the given values. The optional namespace parameter specifies the namespace mapping of prefix(es) in the XPath parameters.

updateXML() can be used to update, replace elements, attributes and other nodes with new values. They cannot be directly used to insert new nodes or delete existing ones. The containing parent element should be updated with the new values instead.

![Text description of updatexmla.gif follows](data:image/gif;base64,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) [Text description of the illustration updatexmla.gif](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/img_text/updatexmla.htm)

updateXML() updates only the transient XML instance in memory. Use an SQL UPDATE statement to update data stored in tables. The updateXML() syntax is:

UPDATEXML(xmlinstance, xpath1, value\_expr1

[, xpath2, value\_expr2]...[,namespace\_string]);

***Example 4-31 Updating XMLType Using the UPDATE Statement***

This example updates the XMLType using the UPDATE statement. It updates only those documents whose purchase order number is 2001.

UPDATE po\_xml\_tab e

SET e.poDoc = XMLType(

'<?xml version="1.0"?>

<PO pono="2">

<PNAME>Po\_2</PNAME>

<CUSTNAME>Nance</CUSTNAME>

<SHIPADDR>

<STREET>2 Avocet Drive</STREET>

<CITY>Redwood Shores</CITY>

<STATE>CA</STATE>

</SHIPADDR>

</PO>')

WHERE e.poDoc.EXTRACT('/PO/PONO/text()').getNumberVal() = 2001;

|  |
| --- |
| **Note:**  Updates for non- schema based XML documents always update the whole XML document. |

***Example 4-32 Updating XMLType Using UPDATE and updateXML()***

To update the XML document in the table instead of creating a new one, you can use the updateXML() in the right hand side of an UPDATE statement to update the document.

|  |
| --- |
| **Note:**  This will also update the whole document, not just the part updated. |

UPDATE po\_xml\_tab

SET poDoc = UPDATEXML(poDoc,

'/PO/CUSTNAME/text()', 'John');

1 row updated

SELECT e.poDoc.getstringval() AS newpo

FROM po\_xml\_tab e;

NEWPO

--------------------------------------------------------------------

<?xml version="1.0"?>

<PO pono="2">

<PNAME>Po\_2</PNAME>

<CUSTNAME>**John**</CUSTNAME>

<SHIPADDR>

<STREET>2 Avocet Drive</STREET>

<CITY>Redwood Shores</CITY>

<STATE>CA</STATE>

</SHIPADDR>

</PO>

***Example 4-33 Updating Multiple Elements in the Column Using updateXML()***

You can update multiple elements within a single updateXML() expression. For instance, you can use the same UPDATE statement as shown in the preceding example and update purchase order, po:

UPDATE emp\_tab e

SET e.emp\_col = UPDATEXML(e.emp\_col,

'/EMPLOYEES/EMP[EMPNAME="Joe"]/SALARY/text()',100000,

'//EMP[EMPNAME="Jack"]/EMPNAME/text()','Jackson',

'//EMP[EMPNO=217]',XMLTYPE.CREATEXML(

'<EMP><EMPNO>217</EMPNO><EMPNAME>Jane</EMPNAME></EMP>'))

WHERE EXISTSNODE(e.emp\_col, '//EMP') = 1;

This updates all rows that have an employee element with the new values.

***Example 4-34 Updating Customer Name in Purchase Order XML Document Using updateXML()***

The following example updates the customer name in the purchase order XML document, po:

|  |
| --- |
| **Note:**  This example only selects the document and the update occurs on a transient XMLTypeinstance. The original document is not affected. |

SELECT

UPDATEXML(poDoc,

'/PO/CUSTNAME/text()', 'John').getstringval() AS updatedPO

FROM po\_xml\_tab;

UPDATEDPO

--------------------------------------------------------------------

<?xml version="1.0"?>

<PO pono="2">

<PNAME>Po\_2</PNAME>

<CUSTNAME>John</CUSTNAME>

<SHIPADDR>

<STREET>2 Avocet Drive</STREET>

<CITY>Redwood Shores</CITY>

<STATE>CA</STATE>

</SHIPADDR>

</PO>

***Example 4-35 Updating Multiple Transient XML Instances Using updateXML()***

You can also use updateXML() to update multiple pieces of a transient instance. For example, consider the following XML document stored in column emp\_col of table, emp\_tab:

<EMPLOYEES>

<EMP>

<EMPNO>112</EMPNO>

<EMPNAME>Joe</EMPNAME>

<SALARY>50000</SALARY>

</EMP>

<EMP>

<EMPNO>217</EMPNO>

<EMPNAME>Jane</EMPNAME>

<SALARY>60000</SALARY>

</EMP>

<EMP>

<EMPNO>412</EMPNO>

<EMPNAME>Jack</EMPNAME>

<SALARY>40000</SALARY>

</EMP>

</EMPLOYEES>

To generate a new document with Joe's salary updated to 100,000, update the Name of Jack to Jackson, and modify the Employee element for 217, to remove the salary element. You can write a query such as:

SELECT UPDATEXML(emp\_col, '/EMPLOYEES/EMP[EMPNAME="Joe"]/SALARY/text()', 100000,

'//EMP[EMPNAME="Jack"]/EMPNAME/text()','Jackson',

'//EMP[EMPNO=217]',

XMLTYPE.CREATEXML('<EMP><EMPNO>217</EMPNO><EMPNAME>Jane</EMPNAME>'))

FROM emp\_tab e;

This generates the following updated XML:

<EMPLOYEES>

<EMP>

<EMPNO>112</EMPNO>

<EMPNAME>Joe</EMPNAME>

<SALARY>100000</SALARY>

</EMP>

<EMP>

<EMPNO>217</EMPNO>

<EMPNAME>Jane</EMPNAME>

</EMP>

<EMP>

<EMPNO>412</EMPNO>

<EMPNAME>Jackson</EMPNAME>

<SALARY>40000</SALARY>

</EMP>

</EMPLOYEES>

**Creating Views of XML Data with updateXML()**

You can use updateXML() to create new views of XML data. This can be useful when you do not want a particular set of users to see sensitive data such as SALARY.

***Example 4-36 Creating Views Using updateXML()***

A view such as:

CREATE VIEW new\_emp\_view

AS SELECT

UPDATEXML(emp\_col, '/EMPLOYEES/EMP/SALARY/text()', 0) emp\_view\_col

FROM emp\_tab e;

ensures that users selecting from view, new\_emp\_view, do not see the SALARY field for any employee.

**Optimization of updateXML()**

In most cases, updateXML() materializes the whole input XML document in memory and updates the values. However, it is optimized for UPDATE statements on XML schema-based object-relationally stored XMLType tables and columns so that the function updates the value directly in the column.

The conditions for rewrite are explained in [Chapter 5, "Structured Mapping of XMLType"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb05obj.htm#1656), ["Query Rewrite with XML Schema-Based Structured Storage"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb05obj.htm#1038780), in detail. If all of the rewrite conditions are met, then the updateXML()is rewritten to update the object-relational columns directly with the values. For example, the following UPDATE statement:

UPDATE po\_xml\_tab

SET poDoc = UPDATEXML(poDoc,

'/PO/CUSTNAME/text()', 'John');

could get rewritten (if the rewrite rules are satisfied) to an UPDATE of the custname column directly:

UPDATE po\_xml\_tab p

SET p.xmldata.CUSTNAME = 'John';

**updateXML() and NULL Values**

If you update an XML element to null, Oracle removes the attributes and children of the element, and the element becomes empty. The type and namespace properties of the element are retained. A NULL value for an element update is equivalent to setting the element to empty.

If you update the text node of an element to null, Oracle removes the text value of the element, and the element itself remains but is empty. For example, if you update node, '/empno/text()' with a NULL value, the text values for the empno element are removed and the empno element becomes empty.

Setting an attribute to NULL, similarly sets the value of the attribute to the empty string.

You cannot use updateXML() to remove, add, or delete a particular element or an attribute. You have to update the *containing* element with a new value.

|  |
| --- |
| **Note:**  Setting 'empno' to NULL has the same effect as setting 'empno/text()' to NULL, if empnois a simple scalar element with no attributes. |

***Example 4-37 NULL Updates with updateXML()***

Consider the XML document:

<PO>

<pono>21</pono>

<shipAddr gate="xxx">

<street>333</street>

<city>333</city>

</shipAddr>

</PO>

The clause:

updateXML(xmlcol,'/PO/shipAddr',null)

is equivalent to making it:

<PO>

<pono>21</pono>

<shipAddr/>

</PO>

If you update the text node to NULL, then this is equivalent to removing the text value alone. For example:

UPDATEXML(xmlcol,'/PO/shipAddr/street/text()', null)

results in:

<PO>

<pono>21</pono>

<shipAddr>

<street/>

<city>333</city>

</shipAddr>

</PO>

**Updating the Same XML Node More Than Once**

You can update the same XML node more than once in the updateXML() statement. For example, you can update both /EMP[EMPNO=217] and /EMP[EMPNAME="Jane"]/EMPNO, where the first XPath identifies the EMPNOnode containing it as well. The order of updates is determined by the order of the XPath expressions in left-to-right order. Each successive XPath works on the result of the previous XPath update.

**XMLTransform() Function**

The XMLTransform() function takes in an XMLType instance and an XSLT stylesheet. It applies the stylesheet to the XML document and returns a transformed XML instance. See [Figure 4-5](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb04cre.htm#1035934).

***Figure 4-5 XMLTransform() Syntax***

![Text description of XMLTransform.gif follows](data:image/gif;base64,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) [Text description of the illustration XMLTransform.gif](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/img_text/XMLTransform.htm)

XMLTransform() is explained in detail in [Chapter 6, "Transforming and Validating XMLType Data"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb07tra.htm#1656).

**Deleting XML Data**

DELETEs on the row containing the XMLType column are handled in the same way as any other datatype.

***Example 4-38 Deleting Rows Using extract()***

For example, to delete all purchase order rows with a purchase order name of "Po\_2", execute a statement such as:

DELETE FROM po\_xml\_tab e

WHERE e.poDoc.extract('/PO/PNAME/text()').getStringVal()='Po\_2';

**Using XMLType In Triggers**

You can use the new and old binds inside triggers to read and modify the XMLType column values. For INSERT and UPDATE statements, you can modify the new value to change the value being inserted.

***Example 4-39 Creating XMLType Triggers***

For example, you can write a trigger to change the purchase order if it does not contain a shipping address:

CREATE OR REPLACE TRIGGER po\_trigger

BEFORE INSERT OR UPDATE ON po\_xml\_tab FOR EACH ROW

declare

pono Number;

begin

if inserting then:

if :NEW.poDoc.existsnode('//SHIPADDR') = 0 then

:NEW.poDoc := xmltype('<PO>INVALID\_PO</PO>'); end if;

end if;

when updating, if the old poDoc has purchase order number different from the new one then make it an invalid PO.

if updating then:

if :OLD.poDoc.extract('//PONO/text()').getNumberVal() !=

:NEW.poDoc.extract('//PONO/text()').getNumberVal() then

:NEW.poDoc := xmltype('<PO>INVALID\_PO</PO>');

end if;

end if;

end;

/

This example is only an illustration. You can use the XMLType value to perform useful operations inside the trigger, such as validation of business logic or rules that the XML document should conform to, auditing, and so on.

**Indexing XMLType Columns**

You can create the following indexes when using XMLType. Indexing speeds up query evaluation.

**Creating Function-Based Indexes on XMLType Columns**

You can speed up by queries by building function-based indexes on existsNode() or those portions of the XML document that use extract().

***Example 4-40 Creating a Function-Based Index on an extract() Function***

For example, to speed up the search on the query,

SELECT \* FROM po\_xml\_tab e

WHERE e.poDoc.extract('//PONO/text()').getNumberVal()= 100;

you can create a function-based index on the extract() function as follows:

CREATE INDEX city\_index ON po\_xml\_tab

(poDoc.extract('//PONO/text()').getNumberVal());

The SQL query uses this function-based index, to evaluate the predicate instead of parsing the XML document row by row, and evaluating the XPath expression.

***Example 4-41 Creating a Function-Based index on an existsNode() Function***

You can also create bitmapped function-based indexes to speed up the evaluation of the operators.existsNode() is suitable, since it returns a value of 1 or 0 depending on whether the XPath is satisfied in the XML document or not.

For example, to speed up a query that searches whether the XML document contains an element calledShipping address (SHIPADDR) at any level:

SELECT \* FROM po\_xml\_tab e

WHERE e.poDoc.existsNode('//SHIPADDR') = 1;

you can create a bitmapped function-based index on the existsNode() function as follows:

CREATE BITMAP INDEX po\_index ON po\_xml\_tab

(poDoc.existsNode('//SHIPADDR'));

This speeds up the query processing.

**Creating Oracle Text Indexes on XMLType Columns**

Oracle Text index works on CLOB and VARCHAR columns. It has been extended in Oracle9*i* to also work onXMLType columns. The default behavior of Oracle Text index is to automatically create XML sections, when defined over XMLType columns. Oracle Text also provides the CONTAINS operator which has been extended to support XPath.

In general, Oracle Text indexes can be created using the CREATE INDEX SQL statement with the INDEXTYPEspecified as for other CLOB or VARCHAR columns. Oracle Text indexes on XMLType columns, however, are created as function-based indexes.

***Example 4-42 Creating an Oracle Text Index***

CREATE INDEX po\_text\_index ON

po\_xml\_tab(poDoc) indextype is ctxsys.context;

You can also perform Oracle Text operations such as CONTAINS and SCORE. on XMLType columns. In Oracle9*i*Release (9.0.1), the CONTAINS operator was enhanced to support XPath using two new operators, INPATH andHASPATH:

* INPATH checks if the given word appears within the path specified.
* HASPATH checks if the given XPath is present in the XML document.

***Example 4-43 Searching XML Data Using HASPATH***

For example:

SELECT \* FROM po\_xml\_tab w

WHERE CONTAINS(w.poDoc,

'haspath(/PO[./@CUSTNAME="John Nike"])') > 0;

**QUERY\_REWRITE PRIVILEGE Is No Longer Needed**

In Oracle9*i* Release (9.0.1), to create and use Oracle Text index in queries, in addition to having the privileges for creating indexes and for creating Oracle Text indexes, you also needed privileges and settings for creating function-based indexes:

* QUERY\_REWRITE privilege. You must have this privilege granted to create text indexes on XMLType columns in your own schema.
* GLOBAL\_QUERY\_REWRITE privilege. If you need to create Oracle Text indexes on XMLType columns in other schemas or on tables residing in other schemas, you must have this privilege granted.

Oracle Text index uses the PATH\_SECTION\_GROUP as the default section group when indexing XMLTypecolumns. This default can be overridden during Oracle Text index creation.

With this release, you no longer need the additional QUERY\_REWRITE privileges when creating Oracle Text indexes.

|  |
| --- |
| **See Also:**   * [Chapter 7, "Searching XML Data with Oracle Text"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb11sea.htm" \l "1006757)  * [Chapter 10, "Generating XML Data from the Database"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb12gen.htm" \l "1656)  * *[Oracle Text Reference](http://docs.oracle.com/cd/B10500_01/text.920/a96518/toc.htm)*  * *[Oracle Text Application Developer's Guide](http://docs.oracle.com/cd/B10500_01/text.920/a96517/toc.htm)* |

|  |
| --- |
| **Note:**  The QUERY\_REWRITE\_INTEGRITY and QUERY\_REWRITE\_ENABLED session settings are no longer needed to create Oracle Text or other function-based indexes on XMLTypecolumns. |

**Creating XPath Indexes on XMLType Columns: CTXXPATH Index**

existsNode() SQL function, unlike the CONTAINS operator, cannot use Oracle Text indexes to speed up its evaluation. To improve the performance of XPath searches in existsNode(), this release introduces a new index type, CTXXPATH.

CTXXPATH index is a new indextype provided by Oracle Text. It is designed to serve as a primary filter forexistsNode() processing, that is, it produces a superset of the results that would be produced by theexistNode() function. The existsNode() functional implementation is then applied on the results to return the correct set of rows.

CTXXPATH index can handle XPath path searching, wildcards, and string equality predicates.

***Example 4-44 Using CTXXPATH Index or existsNode() for XPath Searching***

CREATE INDEX po\_text\_index ON

po\_xml\_tab(poDoc) indextype is ctxsys.ctxxpath;

For example, a query such as:

SELECT \*

FROM po\_xml\_doc w

WHERE existsNode(w.poDoc,'/PO[@CUSTNAME="John Nike"]') = 1;

could potentially use CTXXPATH indexing to satisfy the existsNode() predicate.

|  |
| --- |
| **See Also:**   * [Chapter 7, "Searching XML Data with Oracle Text"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb11sea.htm" \l "1006757)  * [Chapter 10, "Generating XML Data from the Database"](http://docs.oracle.com/cd/B10500_01/appdev.920/a96620/xdb12gen.htm" \l "1656) |

**Differences Between CONTAINS and existsNode()/extract()**

The differences in XPath support when using CONTAINS compared to XPath support with existsNode() andextract() functions are:

* Since Oracle Text index ignores spaces, the XPath expression may not yield accurate results when spaces are significant.
* Oracle Text index also supports certain predicate expressions with string equality, but cannot support numerical and range comparisons.
* Oracle Text index may give wrong results if the XML document only has tag names and attribute names without any text. For example, consider the following XML document:
* <A>
* <B>
* <C>
* </C>
* </B>
* <D>
* <E>
* </E>
* </D>
* </A>

the XPath expression - A/B/E falsely matches the preceding XML document.

* Both the function-based indexes and Oracle Text indexes support navigation. Thus you can use the Oracle Text index as a primary filter, to filter out all documents that potentially match the criterion, efficiently, and then apply secondary filters such as existsNode() or extract() operations on the remainder of the XML documents.